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2 hr exam  
Close book and notes

If a description to an algorithm is required please limit your description to within 200 words, anything beyond 200 words will not be considered.

1. 20 pts  
   Mark the following statements as **TRUE**, **FALSE**. No need to provide any justification.

**[TRUE/FALSE]** A minimum weight edge in a graph G must be in all minimum spanning trees of G.

**[TRUE/FALSE]** For a given problem with input size n, there must be some N that when n>N, a Θ(*n*log*n)* algorithm runs faster than a Θ(*n2*) algorithm.

**[TRUE/FALSE]** If two minimum spanning trees on the same graph only have 2 edges in common, then those two edges must be the lowest costs edges in the graph.

**[TRUE/FALSE]** If there is a polynomial time algorithm for some problem in NP, then all problems in NP can be solved in polynomial time.

**[TRUE/FALSE]** If A ≤p  B ≤p  C and C ϵ NP, then A ϵ NP.

**[TRUE/FALSE]** If A ≤p  B and B ϵ NP - Complete, then A ϵ NP - Complete.

For the next four T/F questions, we define a *most vital arc* of a network as an arc whose deletion causes the largest decrease in the maximum *s*-*t*-flow value. Let f be an arbitrary maximum *s-t*-flow.

**[TRUE/FALSE]** A most vital arc is an arc *e* with the maximum value of *c(e)*.

**[TRUE/FALSE]** A most vital arc is an arc *e* with the maximum value of *f(e)*.

**[TRUE/FALSE]** A most vital arc is an arc *e* with the maximum value of *f(e)* among arcs belonging to some minimum cut.

**[TRUE/FALSE]** An arc that does not belong to some minimum cut cannot be a most vital arc.

1. 20 pts  
   Given an m X n integer matrix A and an m X 1 integer vector b, the 0-1 integer programming problem asks whether there is an n X 1 integer vector x with elements in the set {0,1} such that Ax ≤ b. Prove that 0-1 integer programming problem is NP-complete.
2. 15 pts  
   There are four types of blood, A, B, AB, and O. Patients with blood type A can receive only blood types A or O in a transfusion, B can receive B or O, patients with type O can receive only O, and patients with AB can receive any of the four. Let *sO*, *sA*, *sB*, and *sAB* denote the supply in whole units of the different blood types on hand. Assume the hospital knows the projected demand for each blood type *dO, dA, dB,* and *dAB* for the coming week. Give an algorithm to help the hospital determine if the blood on hand would suffice for the projected need. Justify your algorithm and analyze the running time.
3. 15 pts

You are going on a long trip. You start on the road at mile post *0*. Along the way there are *n* hotels, at mile posts *a1 < a2 < … < an*, where each *ai* is measured from the starting point. The only places you are allowed to stop are at these hotels, but you can choose which of the hotels you stop at. You must stop at the final hotel (at distance *an*), which is your destination. You'd ideally like to travel *200* miles a day, but this may not be possible (depending on the spacing of the hotels). If you travel *x* miles during a day, the penalty for that day is *(200 - x)2*. You want to plan your trip so as to minimize the total penalty (the sum, over all travel days, of the daily penalties). Give an efficient algorithm that determines the minimum total penalty and analyze the running time.

1. 15 pts  
   A Max-Cut of an undirected graph G = (V,E) is defined as a cut Cmax such that the number of edges crossing Cmax is the maximum possible among all cuts. Consider the following algorithm.

(i) Start with an arbitrary cut C.

(ii) While there exists a vertex v such that moving v from one side of C to the other increases the number of edges crossing C, move v and update C.

(a) Does the algorithm terminate in time polynomial in |V|?

(b) Prove that the algorithm is a 2 approximation, that is the number of edges crossing Cmax is at most twice the number crossing C.

1. 15 pts  
   Here is a divide-and-conquer algorithm that aims at finding a minimum spanning tree. Given a graph *G* = (*V*, *E*), partition the set *V* of vertices into two sets *V*1 and *V*2 such that |*V*1| and |*V*2| differ by at most 1. Let *E*1 be the set of edges that are incident only on vertices in *V*1, and let *E*2 be the set of edges that are incident only on vertices in *V*2. Recursively solve a minimum spanning tree problem on each of the two subgraphs *G*1 = (*V*1, *E*1) and *G*2 = (*V*2, *E*2). Finally, select the minimum-weight edge in *E* that crosses the cut (*V*1, *V*2), and use this edge to unite the resulting two minimum spanning trees into a single spanning tree.

Either argue that the algorithm correctly computes a minimum spanning tree of *G*, or provide an example for which the algorithm fails.
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